How to call C functions in R? 

In R, we can call C functions. For example, we have the following toy C function in the file test.c. 

    /***** 

      The function is to calculate Hadama product of two matrices.

      out[i][j]=x[i][j]*y[i][j].

      The inputs x, y and the output out are vectors, not matrices.

      So in R, you need to transform input matrices into

      vectors and transform output vector back to matrix.

    *****/

    void myHadamaProduct(double *x, double *y, int *nrow, int *ncol, double *out)

    {

      int i, j, r, c;

      r=*nrow;

      c=*ncol;

      for(i = 0; i < r; i ++)

      { for(j = 0; j < c; j ++)

        { out[i*c+j]=x[i*c+j]*y[i*c+j]; }

      }

      return;

    }

First, we need to compile the file test.c to create a shared library, test.so say, by using the GNU C compiler: 

    gcc -fpic -shared -fno-gnu-linker -o test.so test.c

Next, we need to use the R function dyn.load to load the shared library test.so. 

    if(!is.loaded(symbol.C("myHadamaProduct"))){ dyn.load("./test.so") }

The R function is.loaded is to check if the C function myHadamaProduct is already be loaded to R. If yes, then we do not need to loaded it again. 

Next, we use the R function .C to call the C function myHadamaProduct. For example, 

    x<-matrix(1:10,nrow=5, ncol=2) # get a 5x2 matrix

    y<-matrix(1:10,nrow=5, ncol=2) # get a 5x2 matrix

    # In R, a matrix is stored by column in the memory.

    # However, in C, a matrix is stored by row in the memory.

    # So we need to transpose the matrix x, namely t(x), before 

    # transforming it to a vector.

    xx<-as.double(as.vector(t(x)))

    yy<-as.double(as.vector(t(y)))

    nr<-as.integer(nrow(x))

    nc<-as.integer(ncol(x))

    res<-.C("myHadamaProduct", xx, yy, nr, nc, out=as.double(rep(0.0, n)))

    # In C, matrix is stored by row. So when transforming back, we need to

    # specify byrow=T.

    mat<-matrix(res$out, ncol=nc, byrow=T)

    cat("Hadama product >>\n")

    print(mat)

If you do not need to use the shared library test.so any more, you can use the R function dyn.unload to unload it. 

    if(is.loaded(symbol.C("myHadamaProduct"))){ dyn.unload("./test.so") }

Note: 

The C function called by R must be void type. For the example above, the function myHadamaProduct has to have the form: 

    void myHadamaProduct(double *x, double *y, int *nrow, int *ncol, double *out)

rather than 

    double *myHadamaProduct(double *x, double *y, int *nrow, int *ncol)

You have to let the function return values through arguments, e.g "double *out" in the above example. In fact if the arguments are pointers (e.g. *out) and you change their values they refer to within the function, then the values where the pointers refer to will be changed after calling this function. 

All arguments in the C function have to be passed by addresses instead of values. That is, all arguments have to be pointers. For the example above, you cannot change "int *nrow" to "int nrow". 

The values where the pointers refer to will be changed after calling the function, if the values are changed within the function. So be careful when using pointers as function arguments. 

Any values returned by C functions which are called in R must be initialized and must have the format: 

    # if the variable is defined as double in the C function

    variablename=as.double(initialized values)

    # if the variable is defined as integer in the C function

    variablename=as.integer(initialized values)

in the ".C" function (e.g. "out=as.double(rep(0.0, n))" in the above example). 

The input values must also be initialized and must have the above format. However, they can be formated before the ".C" function (e.g. "nr<-as.integer(nrow(x))" in the above example). 

If the output is not written as variablename=variablename format (e.g. out=as.double(rep(0.0, n)) in the above example), You still can get results. However, you have to use res[[5]] to refer out in the above example. In fact, the .C function return a list containing all arguments of the C function myHadamaProduct. Since out is the 5-th argument, you can use res[[5]] to refer to the 5-th elements of the list. 

It is okay that the file test.c contains the main function. 

Sometimes, the command "dyn.load("test.so")" gets error message. This is probably caused by the environment variable "$PATH" was not set correctly. You can either add the following line to the file ".bashrc" in your home directory: 

    export PATH=$PATH:.:

or use the command 

    dyn.load("./test.so")

